**LoRA 핵심**![](data:image/png;base64,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)

기존의 weights 대신 새로운 파라미터를 이용해서

동일한 성능을 더 적은 파라미터로 튜닝할 수 있는 방법론

= LLM은 임베딩을 받아 선형 변환을 하고 임베딩을 뱉는다는 점에 착안해, 이미 사전 학습이 완료된 LLM의 파라미터는 업데이트하지 않고 downstream task에 필요한 파라미터 업데이트, 즉 변화량만 낮은 차원의 bottle-neck으로 계산해 순전파 시 더해주기만 하자

1.메모리 효율성

2.사전 훈련된 가중치 보존

3.훈련된 가중치의 이식성

4.Attention Layer와의 통합

**lora\_config = LoraConfig(**

**r=8,**

**lora\_alpha=16,**

**target\_modules=["q\_proj", "v\_proj"],**

**lora\_dropout=0.05,**

**bias="none",**

**task\_type="CAUSAL\_LM"**

**)**

**model.gradient\_checkpointing\_enable()** # Gradient Checkpointing을 활성화하여 훈련시 메모리를 절약

**model = prepare\_model\_for\_kbit\_training(model)** # k-비트 훈련을 위한 모델 준비

**model = get\_peft\_model(model, lora\_config)** # LoRA 방식으로 모델 래핑

### **LoRA 주요 파라미터**

| parameters | type | definition |
| --- | --- | --- |
| r(rank) | int | * LoRA의 주의(attention) 차원(랭크)을 설정 = original weight matrix를 얼마나 줄일거냐에 대한 계수 * 작을수록 파라미터가 적어져 메모리 효율성⬆️but 표현력 제한됨 * 클 수록 복잡한 패턴 학습가능 but 학습 속도 느려짐 * 기본값: 8, 일반적으로 2,4,6,18 등 사용 |
| target\_modules | list[str]/str | * 어떤 레이어에 LoRa 어댑터를 적용할지를 결정 * 주로 성능에 큰 영향을 주는 핵심 모듈에만 적용 (query, key, value) * 기본값: None * 종류:   + q\_proj (Query Projection Layer)   + v\_proj (Value Projection Layer)   + o\_proj (Output Projection)   + gate\_proj (Gating Projection)   + "up\_proj" (Upsampling Projection)   + "down\_proj" (Downsampling Projection) |
| lora\_alpha | int | * 학습률을 조정하는 파라미터 (스케일링 값: lora\_alpha/r) * 기본값: 8, 일반적으로 r과 동일값 사용 |
| lora\_dropout | float | * LoRA레이어의 드롭아웃 확률 설정해 과적합 방지 * 데이터셋이 클 때 낮게 설정, 작을때 높게 설정 * 기본값: 0.0, 일반적으로 0.1~0.2 |
| fan\_in\_fan\_out | bool | * True: 가중치 행렬이 전치되어야 할 때 * 학습 초기 loss가 정상적으로 감소하지 않는다면 이 파라미터를 확인 |
| bias |  | * 편향 학습 여부 설정 (대부분의 경우 학습x) * 기본값: None |
| task\_type | str | * 수행하려는 작업의 유형을 지정 * 종류: CAUSAL\_LM(텍스트 생성 모델에 사용), |
| use\_dora | bool | * DoRA 사용 여부 (설명은 아래 참고) |

+ QLoRA

기존의 LoRA에 새로운 quantization을 더한 형태 = frozen PLM의 가중치가 '4비트로 양자화'됨

quant\_config = BitsAndBytesConfig(

load\_in\_4bit=True, # 모델 가중치를 4비트로 로드

bnb\_4bit\_quant\_type="nf4", # 양자화 유형으로 nf4 사용한다.

bnb\_4bit\_compute\_dtype=torch\_dtype, # 양자화를 위한 컴퓨팅 타입은 직전에 정의 했던 torch\_dtype으로 지정

bnb\_4bit\_use\_double\_quant=False, # 이중 양자화는 사용하지 않는다.

)

+ DoRA

* Full Fine-Tuning을 진행할 때 일어나는 일을 분석한 결과에서 힌트를 얻어서, 사전 훈련된 가중치를 ‘크기’ 요소와 ‘방향’ 요소로 분리하고, 이 두 부분을 별도로 파인튜닝하는 것
* 가중치의 ‘방향’ 요소를 업데이트하는데 LoRA를 사용해서 효율성을 유지하면서도, 모델의 전반적인 학습 능력을 향상시켜서 결과적인 성능이 Full Fine-Tuning에 가깝게 나오도록 함

[Ref](https://turingpost.co.kr/p/dora-qlora-qdora) [github](https://github.com/huggingface/peft/pull/1474)

**Training 하이퍼파라미터**

**training\_args = TrainingArguments(**

**output\_dir="./results",**

**overwrite\_output\_dir=True,**

**per\_device\_train\_batch\_size=4,**

**gradient\_accumulation\_steps=4,**

**num\_train\_epochs=20,**

**learning\_rate=2e-5,**

**lr\_scheduler\_type="cosine",**

**warmup\_steps=50,**

**weight\_decay=0.03,**

**fp16=True,**

**logging\_steps=10,**

**save\_steps=50,**

**save\_total\_limit=2,**

**dataloader\_num\_workers=2,**

**report\_to="none",**

**max\_steps=200,**

**)**

| **parameters** | **type** | **definition** |
| --- | --- | --- |
| output\_dir=’경로’ | str | * 훈련 결과(모델 가중치 등)를 저장할 경로 설정 |
| learning\_rate | float | * 학습률(파라미터를 얼마나 빠르게 업데이트 할지)를 결정 * 클 수록 빠르게 학습하지만 모델이 불안정해짐 * 기본값: 5e-5 |
| lr\_scheduler |  | * 훈련중 learning rate를 조절 (linear/cosine이 보편적) * Constant: 고정 * linear: 선형, 학습 데이터가 크고 에포크 수가 적을때 잘 작동 * cosine: 코사인형, 긴 학습과정에 효과적 |
| num\_train\_epochs | int | * 전체 학습 데이터셋 반복 횟수 설정 * 기본값: 3 |
| per\_device\_train\_batch\_size/per\_device\_eval\_batch\_size | int | * 각 GPU/CPU에서 사용할 배치 크기 설정 * **클 수록 훈련시간이 짧아지며 모델 성능이 높**아지지만 과적합 가능성 ⬆️ * **작을수록** 훈련시간이 길어지지만 **메모리 효율성 ⬆️** * 기본값: 8, 큰 모델 학습시 주로 4~8로 설정 |
| gradient\_accumulation\_steps | int | * 여러 배치에 계산된 그래디언트를 누적해 실제 가중치 업데이트를 수행할 빈도를 지정 * GPU 메모리 부족할 때 유용 * 기본값: 1, 배치크기가 8이면 4를 주로 사용 |
| otim=’옵티마이저’ | str | * 사용할 옵티마이저 지정 * 기본값: adamw\_hf |
| max\_steps | int | * 모델이 학습할 총 트레이닝 스텝의 수를 지정 * num\_train\_epochs와 같이 사용할 시 둘 중 하나라도 조건이 충족되면 학습을 종료 (예: step이 1000이고 epoch가 3일때 3에포크를 달성하는 순간 학습종료) * 작을수록 훈련시간이 짧아짐 * 기본적으로 1000~2000로 설정해야 충분히 학습 |
| save\_steps | int | * 지정한 주기마다 모델을 기록하고 저장 * 기본값: 500 |
| save\_strategy | str | * 모델 가중치를 저장할 전략을 설정 * “no” : 모델 저장x * “epoch”: 각 에포크 끝날때마다 저장 |
| save\_total\_limit | int | * 최대 몇 개의 체크포인트를 유지할 지 설정 |
| logging\_steps | int | * 지정한 스텝(주기)마다 로그를 기록하고 저장 * 기본값: 500 |
| eval\_steps | int | * 지정한 주기마다 평가를 수행 * 기본값: 500 |
| warmup\_steps | int | * Learning rate를 얼마나 천천히 올릴지 설정 * 너무 짧으면 초기 학습이 불안정, 길면 학습시간 길어짐 * 미세 조정이 필요할 때 유용 * warmup\_ratio와 동시에 설정x * 주로 큰 데이터셋: 500, 작은 데이터셋 50~200로 설정 |
| warmup\_ratio | float | * 학습을 워밍업에 사용할 비율 * 데이터셋 크기가 커도 비율은 일정하게 유지 * ((데이터크기/배치크기)\*에포크수)\*0.1또는 0.06 * 데이터 크기가 크면 0.1 |
| weight\_decay | float | * 모델 파라미터 업데이트시 학습데이터에 과적합 방지 = 모델 복잡도 🔽 * 기본값: 0 |
| fp16=True/False | bool | * 16비트 부동소수점 정밀도를 사용할지 여부 * GPU메모리 사용량 줄이고 학습속도 높이지만 모든 모델에 적용가능한건 x |
| bf16=True/False | bool | * BF16연산 사용할지 여부 지정 * GPU메모리 사용량 줄이고 학습속도 높이지만 모든 모델에 적용가능한건 x |
| max\_grad\_norm | float | * 그래디언트의 폭발을 방지 * 기본값: 1.0 |
| use\_cpu=True/False | bool | * CPU사용해서 훈련할지 여부 설정 * GPU없거나 작은 모델일 때 유용 |
| do\_eval | bool | * 평가를 수행할지 여부를 결정 * 기본값: False |
| load\_best\_model\_at\_end | bool | * 학습이 끝난 후 최고 성능을 보인 모델을 자동으로 load할지 여부를 결정 * 기본값: False (가장 마지막에 저장된 모델이 load됨) |
| metric\_for\_best\_model | optional | * 최고 성능을 판단할 평가 기준을 설정 * accuracy, eval\_loss 등 |
| group\_by\_length | bool | * 입력 시퀀스의 길이에 따라 배치를 그룹화할지 결정 * 메모리 최적화 가능 * 기본값:False |

#### **파라미터 튜닝 가이드:**

1. 학습이 불안정할 때

Learning rate를 줄이고 warmup\_ratio를 늘림

1. 과적합이 발생할 때

Epochs를 줄이고 weight\_decay를 늘림

1. GPU가 작을 때

per\_device\_train\_batch\_size와 gradient\_accumulation\_steps를 줄임

#### **학습 - SFTTrainer**

Trainer vs SFTTrainer

- **Trainer** : 지도 학습 작업에서 모델을 처음부터 훈련시키는 데 사용, 큰 데이터 셋 필요

- **SFTTrainer** : PEFT (Parameter Efficient Fine-Tuning) 와 패킹 최적화와 같은 기술을 사용하여 효율적으로 메모리 사용, 작은 데이터셋과 짧은 훈련 시간으로도 유사하거나 더 나은 정확도를 달성, PLMs Fine-Tuning에 최적화

**trainer = SFTTrainer(**

**model=model,**

**train\_dataset=data,** # 모델 할당 (llama3)

**peft\_config=lora\_config,** # peft 할당 - LoRA

**dataset\_text\_field="data",** # 데이터셋에서 훈련에 사용할 텍스트가 저장된 필드명 지정

**tokenizer=tokenizer,** # 토크나이저 할당

**args=training\_args,** # 하이퍼 파라미터 할당

**max\_seq\_length='NONE',** # 한 문장의 최대 길이를 설정. NONE은 기본값

**packing=False,** # Packing(문장 합치기) 여부. True면 짧은 문장들을 하나로 합쳐서 메모리 효율성을 높이고 / False의 경우 각 문장을 개별적으로 처리

**)**

**model.config.use\_cache = False** # 캐시 설정. Training 시에는 False로 메모리 절약

**trainer.train()**

### **답변 생성 파라미터 (model.generate())**

**PROMPT = '''You are a helpful AI assistant. Please answer the user's questions kindly. 당신은 유능한 AI 어시스턴트 입니다. 사용자의 질문에 대해 친절하게 답변해주세요.'''**

**instruction = '''게임 시작 시 각 플레이어는 몇 장의 카드를 받나요?'''**

# 챗봇 대화 형식 입력 구성

**messages = [**

**{"role": "system", "content": f"{PROMPT}"},**

**{"role": "user", "content": f"{instruction}"}**

**]**

# 메시지를 토큰화하여 모델이 사용할 수 있는 입력 형태로 변환

**input\_ids = tokenizer.apply\_chat\_template(**

**messages,**

**add\_generation\_prompt=True,** # 변환 결과 뒤에 <|assistant|>를 추가해 모델이 그 이후부터 답변을 생성할 수 있도록

**return\_tensors="pt"** # 변환된 입력을 PyTorch 텐서 형태로 반환

**).to(model.device)** # 변환된 input\_ids를 모델이 실행되는 디바이스(GPU 또는 CPU) 에 맞게 이동

# 모델이 답변을 종료할 때 사용해야 할 토큰 ID 목록

**terminators = [**

**Tokenizer.eos\_token\_id,** # 모델의 종료 토큰 <|endoftext|> 을 ID로 변환하여 저장.

**tokenizer.convert\_tokens\_to\_ids("<|eot\_id|>")** # 특정 챗봇 모델의 종료 토큰 <|eot\_id|> 을 ID로 변환하여 저장

**]**

**outputs = model.generate(**

**input\_ids,**

**max\_new\_tokens=256,**

**eos\_token\_id=terminators,**

**do\_sample=True,**

**temperature=0.6,**

**top\_p=0.9,**

**repetition\_penalty = 1.1**

**)**

**print(tokenizer.decode(outputs[0][input\_ids.shape[-1]:], skip\_special\_tokens=True))**

| **parameters** | **type** | **definition** |
| --- | --- | --- |
| max\_new\_token | int | * 답변의 길이를 제한 |
| do\_sample | bool | * 확률적 샘플링을 활성화 * 모델이 항상 가장 높은 확률의 토큰만 선택하는 대신, 다양한 응답을 생성할 수 있게 해줌 |
| temperature | float | * 생성된 텍스트의 무작위성을 조절 * 0에 가까울수록 더 안정적이고 예측 가능한 출력(보수적) * 1에 가까울수록 더 창의적이고 다양한 출력 |
| top\_p | float | * 확률들의 누적합이 특정 값(p)에 도달할 때까지 가장 높은 확률의 단어들만 고려 * 1에 가까울수록 더 많은 단어가 선택 후보가 되어 다양하고 창의적인 출력 * 0에 가까울수록 더 안정적이고 예측 가능한 출력(보수적) |
| repetition\_penalty | float | * 모델이 같은 내용을 반복하는 것을 억제 * 보통 1~1.5미만으로 설정 |
| length\_penalty | float | * 답변 길이의 대한 페널티를 설정 * 1이상으로 설정시 긴 응답을 선호 |
| use\_cache | bool | * 생성 속도를 높임 * 속도는 빨라지지만 메모리 사용량이 증가 * 긴 텍스트를 생성할 때 유용 |

파인튜닝에 필요한 라이브러리

* accelerate
* Peft (QLoRA)
* Bitsandbytes
* Transformers: 다양한 사전 학습된 모델 로드, 텍스트 토크나이징(숫자로 변환), pipeline, Trainer 등
* Trl: 강화학습 기반 언어모델 파인튜닝 기술
* Datasets: 추후 Huggingface에 데이터셋 업로드 후 처리 또는 json파일 업로드한 후 datasets 형식으로 변환하는 용도

모델(Bllossom) :

* <https://blog.naver.com/se2n/223443729640>
* <https://unfinishedgod.netlify.app/2024/05/24/python/?fbclid=IwZXh0bgNhZW0CMTEAAR2-pGRONDIFLylVHBk393oOX0ajUZ17tyu1TVNzJ8pGAANphq4be8svXIg_aem_AaMDSVV7eLmIRquEGZ4hHbxtHmG4PU1BqNCXU1i9zCXdAR9R0Yz3qsIgupYDWbgxVd_crfrrswVpoQYlHdGjUg52>
* <https://huggingface.co/datasets/beomi/KoAlpaca-v1.1a>
* <https://x2bee.tistory.com/278> : training arguments parameter 설명
* <https://chlduswns99.tistory.com/50> : 파인튜닝 예시
* <https://velog.io/@hyeon0321/LoRA%EC%99%80-Quantization%EC%9D%84-%EC%82%AC%EC%9A%A9%ED%95%9C-%ED%95%9C%EA%B5%AD%EC%96%B4-%EA%B8%88%EC%9C%B5-%EB%8D%B0%EC%9D%B4%ED%84%B0%EC%85%8B-%ED%8C%8C%EC%9D%B8%ED%8A%9C%EB%8B%9D> : 금융데이터셋 파인튜닝 예시
* <https://blog.naver.com/se2n/223573762670> : ollama사용해서 GPT생성
* <https://medium.com/@abonia/running-ollama-in-google-colab-free-tier-545609258453> : ollama를 colab에서 돌리는 법